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Abstract 
The swift growth of the internet and its utilization by businesses for operational purposes, such as developing information 
systems and utilizing cloud-based data storage, has been remarkable. The discussed client data recording system is designed 
to facilitate the recording of wedding photography bookings, easing the workload for employees. However, the rapid expansion 
of the internet has also introduced security concerns, particularly regarding unauthorized access due to weak website 
authorization and authentication. Consequently, ensuring and effectively managing access rights to information systems 
becomes crucial. This study aims to implement secure website login authorization using the OAuth 2.0 method with Laravel 
Passport in the client data recording information system. Post-authentication, the authorization in the context of OAuth2, used 
within Laravel Passport, provides users with access tokens to reach the primary interface. This process involves an API that 
both furnishes and safeguards the intended resources. Upon authentication and receipt of a valid access token from the OAuth2 
system, users can utilize the token to access the API. The research outcomes enhance the security of information system access 
rights, aiming to reduce unauthorized breaches in websites storing vital data, thus ensuring the safety and protection of stored 
client data. Testing results using SQL Injection yielded 4418 messages sent and 2209 task IDs, with a current fuzzer count of 
0, signifying that the system remained secure and impervious to SQL Injection attacks. 
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I. INTRODUCTION 

The rapid development of the internet has made obtaining and managing data very convenient. Currently, 

companies utilize the internet for operational purposes such as establishing information systems, storing cloud-

based data, among others. The client information management system is a recording system for booking wedding 

photography, encompassing client data entry, management of work orders, invoicing, and more, all within a single 

website. This setup streamlines employee tasks in efficiently recording the booking process. However, due to the 

internet's accessibility to anyone, anytime, and anywhere, the risk of cybercrimes such as hacking into login access 

and other breaches exists.[1][2] This might be due to weaknesses in the authentication and authorization processes 

on the website. Authorization, also known as 'Authorization,' is a part of setting user access rights within a service, 

microservice, or API..[3], [4] The ease with which users other than administrators and employees gain access 

rights to enter the interface of the information system is a concern. Consequently, access rights to the information 

system must be protected and there should be well-managed configurations in place.  

Laravel is a PHP framework built on the model-view-controller (MVC) architectural pattern used for web 

development. This framework was created by Taylor Otwell in April 2011. Laravel Passport is a package 

developed by Laravel to provide API authentication using an OAuth2 server. It enables developers to easily add 

API authentication to Laravel applications, allowing users to authenticate using API tokens.[5], [6][7] 

OAuth2 is employed in authorization security to regulate access to resources held by the server. The process 

begins with the user clicking the "Login" link on the application they wish to access, then being directed to the 

OAuth2 server for authentication and validation of credentials. If the credentials are valid, the OAuth2 server 
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issues an authorization code that is sent back to the client application via a redirect URL. The client application 

then uses this authorization code to obtain an access token and access the necessary resources from the OAuth2 

server. The OAuth2 server verifies the access token and validates its authenticity, controlling the access token's 

duration and revoking it if necessary. This enhances application security, ensuring reliability in managing access 

to the server's resources.[2], [8]  

Besides OAuth2.0, there are other methods used in securing authorization, such as Auth Token[9], 

OAuth[10], JSON Web Token (JWT)[11]. The aforementioned methods each have their specific advantages in 

their respective domains. For instance, Auth Token leans more towards server-to-server communication by 

generating secret codes used by users for authentication. Meanwhile, OAuth, JWT, and Spring Security are more 

oriented towards the interaction between users and servers[10]. Therefore, in this research, it is highly suitable to 

use OAuth due to the client information management system's user-server interactions. Comparing OAuth 1.0 and 

OAuth 2.0, it's evident that 2.0 is considered the latest version of OAuth. OAuth 1.0 only caters to web-based 

application authorization and cannot be utilized for mobile or native applications. Its process becomes complicated 

due to the need for signing each request. Simplifying the authorization standard development allows 

accommodation across various scenarios[12]. Another reason supporting my use of OAuth 2.0 is its ability to 

protect microservice-based information systems from CSRF (Cross-Site Request Forgery) and XSS (Cross-Site 

Scripting) attacks[13]. 

 

 

II. LITERATURE REVIEW 

In previous research, it was found that using Auth Token with REST API fulfilled the security requirements for 

integrated information systems and effectively addressed security vulnerabilities associated with session-based 

authentication systems and cookies[9]. In previous OAuth research, it has been demonstrated that the OAuth 

protocol can mitigate potential attacks, such as MITM (Man-In-The-Middle) attacks, hijack attacks, and damaging 

counterattacks, by employing noncedan attributes and timestamps implemented by the OAuth resource 

provider[10]. Previous research delved into the design and implementation of Spring Security. However, these 

studies were conducted separately without any confirming research on the effectiveness of the Spring Framework 

(SF), Spring Security Framework (SSF), and OAuth 2.0 (OAuth2) when applied to authenticate and authorize 

endpoints within a Microservice Architecture API[14]. 

The subsequent research involves securing Oauth2.0 using the Spring Security Framework. The findings indicate 

that the utilization of these two elements is highly effective, having been tested against various types of attacks 

such as CSRF, XSS, and Brute Force attacks[13].  

Another research project extended the SSO technology to the faculty system and curriculum information system 

by leveraging Laravel Socialite for integration purposes. The methodology employed in this study was 

prototyping. The evaluation was conducted using a black box approach, concluding that the authentication system 

functions properly.[5] The research conducted by Afwan Ghiffari and Purwono Hendra focused on SSO 

developed using the OAuth2.0 protocol within Laravel Socialite. They also utilized REST architecture involving 

Backend and Frontend in the Moca and KRS systems, which ran smoothly, simplifying the user access process to 

the system.[6] There is a previous study on SSO. Explore SSO using the OAuth protocol from Facebook. This 

study implements single sign-on using the OAuth protocol and leverages Facebook login API and PHP 

Native. [15] 

 

Based on the arising issues, this research introduces an additional feature, which involves integrating the OAuth2.0 

method into Laravel Passport. This allows for a login process after successful authentication. In the context of 

OAuth2 used by Laravel Passport, upon user authentication, they will receive an access token granting them 

permission to access the main interface or dashboard of the client data management system protected by an API. 

 

 

III. RESEARCH METHOD 

A. Single Sign On 

Single Sign-On (SSO) is a process where a user logs into one application and is then automatically logged 

into other applications, regardless of the platform, technology, or domain the user is using. As its feature name 

suggests (single sign-on), users only need to log in once.[3], [16] 

For instance, if you sign in to a Google service such as Gmail, you are automatically authenticated to 

YouTube, AdSense, Google Analytics, and other Google applications. Similarly, if you log out of Gmail or any 

other Google application, you will be automatically logged out of all these applications, which is referred to as 

single logout.[16] 
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B. Application Programming Interface (API) 

Application Programming Interface (API) refers to the concept of application interface functions that enable 

access and use of applications by other parties without altering the core code structure or system's database. Its 

purpose is to facilitate communication between systems, even if they operate on different platforms. A Web 

Service is a type of API that provides user access to retrieve data. Operating on the Representational State 

Transfer (ReST) architecture atop the Hypertext Transfer Protocol (HTTP), this API delivers information in 

the form of Javascript Object Notation (JSON) files to users when accessed.[17] 

 

C. Laravel Passport 

Laravel is an open-source PHP framework following the MVC (Model-View-Controller) pattern, utilized for 

web application development. It was first created on February 22, 2012, by Taylor Otwell. Laravel boasts security 

features such as Laravel Passport and Laravel Socialite. These features are implemented through a module known 

as League OAuth2 Server, developed by Alex Bilbie in his Github repository. Laravel Passport provides a 

comprehensive OAuth2 server implementation for Laravel applications.[5], [6] 

Laravel Passport, an offering developed by the Laravel team, aims to simplify API authentication by utilizing 

the OAuth2 server. This package's development facilitates seamless integration of API authentication into Laravel 

applications, allowing users to authenticate using API tokens. The primary feature introduced in Laravel version 

5.3 is the inclusion of Laravel Passport, which is an implementation of the module known as League OAuth2 

Server, developed by Alex Bilbie on his Github account. With Laravel Passport, a complete implementation of 

the OAuth2 Server is made available for Laravel applications.[7], [18]  

Here are the main features of Laravel Passport: 

1. OAuth2 Server: Passport offers a full implementation of an OAuth2 server, enabling applications to 

handle authentication and authorization using API tokens. 

2. Token-based Authentication: It utilizes tokens for user authentication, whether through personal access 

tokens or via OAuth2. 

3. Token System: Passport manages the creation and administration of API tokens, including generating 

access tokens, token storage, refresh tokens, and more. 
 

D. Open Authorization  (OAuth 2.0) 

Open Authorization (OAuth) is an authorization method that involves a third party in its operation, granting 

access rights to users to access desired or provided data.[1] With secure authority ensured due to standardized and 

straightforward methods for web, desktop, and mobile applications. OAuth accesses this crucial data and restricts 

it with designated access through the HTTP protocol[19][20]. And specifically designed to address the classical 

authentication issues in client-server systems.[8] And OAuth serves as the resource server, which means it has the 

authority to manage all existing credentials. The resource server component also functions as an authorization 

server, authorizing client requests to microservices by exchanging authorization codes using tokens[21]. 

 

E. Authorization 

Authorization is a set of rules that guide users in determining what activities or actions are permitted and 

which are not within a system.[3][22][23] It is a component of the 3A (Authentication, Authorization, and 

Accounting).[24]  Within authorization, there are two stages: policy management and access control. 

a) Policy management 

involves defining what needs protection and allowing access only to specific users 

b) Access control. 

is a system that restricts access closest to the resource being traversed[23][25][4]. 
 

 

Research methodology is an approach applied to complete conducted research. It involves several stages such as 
problem identification, literature review, needs analysis, design, prototype development, testing, and 
implementation. For a clearer understanding, please refer to Figure 1. 
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Figure 1. Research methodology 

A. Problem Identification 

At this stage, the problem identification is carried out based on the requirements needed in the Single Sign-

On (SSO). There are two main users in this system: supervisors and employees. Supervisors hold the role of 

administrators in the client data registration application. The problem identification focuses on the login page 

that utilizes the OAuth2.0 protocol, based on the development foundation of Laravel Passport, and connecting the 

main interface with the CodeIgniter API framework. The goal of this research is to enhance the login interface 

through the implementation of OAuth2.0 based on Laravel Passport. 

 

B. Literature Review 

This stage is conducted to find necessary information sources to delve deeper into concepts related to SSO, 

Laravel Passport, OAuth2.0, API, and authorization, as outlined in the introduction regarding relevant previous 

research. 

 

C. Needs Analysis 

This stage involves analysis conducted after complete data collection. It encompasses supporting data and 

problem-solving approaches that will be applied in building the system. Some analyses performed include: 

• Web Service 

SSO uses the Client-Server model where the Client is a program that connects to the Server to send 

requests. The Server, as another program, receives connections and provides responses to these requests. 

This system is based on an API architecture that facilitates the implementation of web services to manage 

state transitions. 

• Laravel Passport 

Laravel Passport is a feature of Laravel that simplifies API application development. It allows for 

the creation of OAuth2 tokens, streamlining authentication and authorization in Laravel API applications. 

Passport offers a hassle-free solution for authenticating API applications, ensuring data access only for 

legitimate users. 

• OAuth2.0 

OAuth 2.0 is a popular SSO protocol due to its ease of implementation and widespread support 

from ASP. This protocol enables third-party applications to access resources on the Server without User 

credentials. In OAuth 2.0, there are several key roles: Resource Owner, Client, Authorization Server, and 

Resource Server. Implementing SSO using OAuth 2.0 requires one application as the OAuth Server and 

another application as the OAuth Client. The OAuth Server requests user credentials and provides OAuth 

tokens for Client OAuth data access. This allows multi-application access without repeated 

authentication. The roles of OAuth are as follows: 

A) Client: A third-party application accessing data from the Resource Server. 

B) Resource Owner: Users who own resources, accessing data through third-party applications. 

C) Resource Server: Protects and provides data access through the Web API, validates tokens from the 

Client. 

D) Authorization Server: Component that provides login pages, information approval, and token 

management. 

 

D. Design 

This stage involves designing the SSO based on the literature review and needs analysis in the client data 

registration system. 

 
Figure 2. SSO Flow 

The steps are as follows: 

 

a) The user accesses the client. 

b) The client redirects the user to the Authorization Server for the login process. 
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c) The user enters credential information to log in. 

d) The Authorization Server verifies the user's credentials and requests an authorization code to generate an 

access token. 

e) The user grants permission, and the Authorization Server returns the authorization code to the client. 

f) The client uses the authorization code to request a token from the resource server to verify its validity. 

g) The resource server stores the token and uses it to access services or the client (main page).. 

 
Figure 3. Auth login 

The image above, labeled as Figure 3, depicts the method that handles login requests. The sequence of events 

here is as follows: 

• Validation of the login request using the validateLogin() method. 

• Checking for excessive login attempts using hasTooManyLoginAttempts() (if the ThrottlesLogins 

Trait is used). 

• If the login attempt is successful (attempt()), the user will be authenticated and directed to the 

specified page. 

• In case of a failed login attempt, the login attempt count will be incremented, and the user will be 

redirected back to the login form.. 

 

 
Figure 4. Token exchange 

This function receives a callback from the Laravel SSO server after the successful authentication of the user. In 

this context, an HTTP POST request is used to obtain a token from the SSO server..  
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Figure 5. Token Authorization 

Upon receiving a response from the SSO server, this function initiates further API requests to obtain user data 

from the SSO server using the access token obtained after a successful authentication process. With this token, 

the application can make requests to the SSO server to acquire additional information about the user or access 

resources protected by that server (such as the main page). 

 
Picture 6. Creating a client 

The image above demonstrates the process of creating a client, where the user inputs the callback redirect location 

and generates the client ID, SSO client. This command will be executed when the author enters the command in 

the terminal using `php artisan passport:client`. 

 
IV. RESULTS AND DISCUSSION 

A. Main page login SSO 

 

 
Figure 7. Main login interface 

This is the main interface displayed when users first access the client data management application. 

 

B. Authorization permission interface 
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Picture 8. Authorization Permission 

In the image above, after the user enters their email and password, the system will verify the credentials to 

check if the email is active and correct within the database. If the credentials are accurate, the authentication 

will display the authorization permission view as shown above. 

 

C. Dashboard Display 

 

 
Figure 9. Dashboard display 

If the authorization process runs smoothly and the token will be automatically provided by Laravel, users 

will access the main display or dashboard according to their stored role, whether it's an admin or an 

employee. 

 

C. SQL Injection Testing 

 

 
Gambar 10. inserting SQL Injection Bypass 

 
Figure 11. Inserting the Same Bypass 

And the two images above represent one of the security testing methods. The author conducted SQL Injection 

testing using the OWASP ZAP application, in which I inserted the directory link to the login page and configured 
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it to test each email and password by inputting SQL commands one by one to determine if a breach would occur 

or not. 

 
Figure 12. SQL Injection Test Results 

As seen in the image above, the test result using SQL Injection shows 4418 messages sent and 2209 task IDs with 

the current number of fuzzers at 0. In other words, it is safe from SQL Injection breaches. 

 

 

V. Conclusion 

The conclusion of this research demonstrates that implementing SSO with OAuth2.0 based on the Laravel 
framework has proven to be secure when tested for SQL Injection, yielding specific results: a total of 4418 

messages sent and 2209 task IDs with the current number of fuzzers at 0. The author suggests that future 
evaluations should include multiple types of testing, as this examination solely focused on SQL Injection. 
Additionally, to enhance the usage of SSO, it's recommended to expand beyond connecting only one system. 

Implementing the SSO to link more than one or two systems within a single login would truly exemplify the 
essence of SSO.. 
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